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Abstract

Agile development practices respect tacit knowledge, make communication more effective, and thus foster the knowledge creation process. However the current agile methods, like XP, are focused on practices that individual teams or projects need, and the use of the methods in organizations consisting of multiple cooperating teams is difficult. The Community of Practice theory suggests that large agile organizations should have various overlapping, informal cross-team communities. This paper studies three agile methods developed at Nokia that use facilitated workshops to solve multi-team issues. The paper explains using Communities of Practices theory - why these methods work in multi-team settings. The results of this paper suggest that workshop practices that amass people from different parts of organizations to perform a specific well-defined task can be used effectively to solve issues that span over multiple teams and to build up Communities of Practice. This result suggests that the Community of Practice concept could provide a basis for adapting agile methods for the needs of large organizations.

1 Introduction

Telecommunication companies are operating on increasingly dynamic markets. The new business challenges reflect on their product development, which has to be able to respond faster to changing situations. Several agile software development methods are proposed as an alternative to the traditional heavy weight approaches.

Agile methods like XP offer interesting ideas on how to improve team productivity and ability to adapt to changing requirements. However, the current agile methods are originally designed for small teams [1], and the applicability of the agile software development methods to large organizations is often considered challenging [2-4].

There are several experience reports portraying how agile methods have been implemented in various types of environments [e.g. 5-11]. Common to most of these cases is that there has been only one team involved at a time[12], and there are only a few reports of successful implementation of agile methods in medium-sized organizations consisting of dozens of developers [2, 3, 13, 14].

To solve the large and agile challenge, many authors have suggested that organizations should develop methods that combine agile and traditional elements [15-22]. Adaptive Software Development (ASD) [23] proposes a different approach: the building of collaborative practices, e.g. JAD (Joint Application Development) sessions, to bind teams together. Interestingly, this approach has received the least attention in empirical agile methods literature [24].

Organizational research has studied communication and coordination in large organizations for several decades and similar approaches can be found there. For organizations working in dynamic markets, the conditions are similar to those where agile software development methods are intended. In those kinds of environments, self-organizing communities that transcend official organizational structures have proven to be very centric enablers for success. Those communities are called Communities of Practice (CoP) in organizational research literature (e.g. [25, 26]).

Within Nokia, several in-house software development methods that can be considered as agile have been developed. Characteristic to these methods is that they are not directly based on XP and they have been successfully deployed in multi-team organizations. This paper introduces three of those methods and uses the CoP theory to analyze how they have solved the problems associated with multi-team communication and coordination.

Important similarities between the methods are identified. An important finding of this paper is that all methods studied use cross-team workshops in various
process areas to solve issues promptly, simultaneously creating working networks of people.

This paper is organized as follows: the next section introduces the key theoretical concepts used in this paper. Section three introduces the agile in-house methods studied and analyzes how they are promoting the creation of communities of practice. Section four discusses the findings, and the paper closes with final conclusions and implications for further research.

2 Related Research

2.1 Teams

Teams are a very widely used and studied management concept in general and also in software development. A team can be defined as a group of people with a common goal, interdependent work, and joint accountability for results [27]. Because team members share common goals and work in close proximity over an extended period, they easily develop a common identity and trust in each other. They easily share information and build on each other’s ideas to solve business and technical problems. [27]

Although teams are widely used and solve many problems, they can also create some new problems. According to McDermott, teams are great tools for solving problems with functional silos in the organization, but at the same time they may create other type of silos. Teams can become insulated from each other. They reinvent tools, analyses, or approaches developed their peers on other teams. They waste time searching for information they know one of their colleagues has. When teams have little contact with other teams, they can get into habit of rejecting outside ideas and lose their ability to generate new ideas. [27]

Agile methods are team-focused solutions to software development. E.g. in XP, a team is a closed unit consisting of a customer and the development team. All input to the team comes through the customer; there are no practices on how to combine two teams using XP.

Adaptive Software Development [23] is an exception and it discusses the multi-team issues to some extent. Highsmith emphasizes that teams must collaborate and improve their joint decision-making ability when building more adaptable lifecycles. [28]

2.2 Communities of Practice

An important concept in organizational research, overcoming limitations imposed by teams, has been the Community of Practice (CoP). It is defined as people who are bound by informal relationships and share a common practice. [25, 26, 29] Community refers to the informality and personal basis of many relationships in typical CoPs. Practice indicates that CoPs are centered on shared practices. CoP boundaries do not correspond to official organizational boundaries but rather to practice- and person-based networks. People in the community are contextually bound by shared interest in learning and applying a common practice. This results in an emergent nature for the CoPs [30].

Communities of Practice are ubiquitous, everybody belongs to several communities. They have existed as organizations even before the introduction of the concept was acknowledged, albeit unofficially. Previously organizational research has focused on formal structures, like teams, and the official communication that happens between them, like documents. CoPs transcend traditional organizational boundaries and the theory behind them also acknowledges the importance of tacit knowledge and the social aspects of knowledge creation.

From the point of view of a large software development organization, this concept is interesting, because in large software development organizations there are multiple dimensions and the formal organizational structure typically reflects only one or two of those dimensions [31]. CoPs can thus cover the dimensions that the formal organizational structures do not cover.

The theory of CoP suggests that in addition to the team structure there should be multiple overlapping communities that transcend team boundaries for sharing knowledge and standardizing practices. [32] Thus in agile methods there should be also practices that put people in different teams together similar to the way that XP puts people together within teams.

Although CoPs arise naturally, organizations can influence their development [32-35]. CoP researchers have provided various lists of the kinds of activities organizations should do in order to support and cultivate CoPs [27, 32, 34-36]. E.g. McDermott [32] gives the following guidelines for building Communities of Practice:

- Build communities around a few important topics
- Find and build on natural networks
- Develop community coordinators and core groups
- Initiate some simple knowledge-sharing activities
- Support communities (e.g. time and encouragement)
- Create a community support team
- Be patient

How to build CoPs in software development organizations in particular has not yet received the attention of researchers. However, many ideas presented in Adaptive Software Development (ASD) [23] are aligned with the ideas represented by the CoP theory. This offers some basis for seeking the needed practices, because ASD
offers JAD (Joint Application Development) sessions and other similar practices as a solution for enhancing cross-team collaboration in agile multi-team software development organizations.

A JAD session is basically a facilitated workshop for software requirements definition. Facilitated workshops as such are nothing new, they were developed originally for use outside the software engineering domain, and there are now books about workshop facilitation in general (e.g. [37, 38]).

Facilitated workshops have also been used in software development since the late 1970s. Influenced by the group dynamics discipline and the study of group work and meetings [39], Morris and Crawford developed the Joint Application Development (JAD) method at IBM [40]. Since then, many companies have taken it into use and there have been many variants of the method under different brand names [39, 41]. However, there is one thing they all have in common – the facilitated sessions [41].

Highsmith [42] proposes that this kind of practice should be employed when the agile methods are scaled up for larger organizations. He has also proposed a new definition for JAD sessions: “a facilitated workshop that brings together cross-functional groups to build collaborative relationships capable of producing high quality deliverables during the life of the project” [23, p.135]. It is worth noting that this definition extends the scope of the JAD sessions beyond its original scope of the requirements definition.

3 Agile Methods Using Facilitated Workshops

This chapter introduces how three agile methods developed at Nokia have used facilitated workshops to promote cross-team communication.

The methods were developed independently in different Nokia business units and they were discovered while surveying the use of agile software development practices at Nokia [43]. Several units using agile development practices to varying degrees were identified, and the methods studied in this paper were selected because they fulfill the following three criteria: they were solving multi-team management issues using collaborative practices, they were fulfilling the definition of agile development, and the methods were institutionalized in the organizations.

There are plenty of definitions of agile software development [43-46]. Using the Abrahamsson et al [44] definition of agile development, the selected methods can be considered as agile because they are incremental, cooperative, straightforward and adaptive.

All the studied methods have been used successfully in multi-team software development organizations. The use of the methods can be considered as successful because the methods have been institutionalized in the organizations [47] and, based on interviews, there has been positive feedback from people using the methods and from management. The approach to solving the multi-team management issues in all of the cases has been the introduction of collaborative cross-team workshop practices similar to those proposed by Highsmith in the ASD method [23].

3.1 RaPiD7

The RaPiD7 [48] method defines a rapid way to elaborate documents. In traditional document-driven SW development the documents have become a goal on their own, and this over emphasis of documentation is often criticized [49]. In the traditional approach one person takes a relatively long time to write a document, and, when he thinks it is ready, the stakeholders review it. The feedback from the stakeholders comes in the final stages of elaboration of the document.

RaPiD7 addresses this problem by involving the relevant stakeholders already in the early stages of document writing. This is achieved in practice by organizing workshops where the documents are written. After the workshop, typically only a small amount of editorial work is needed to finalize the artifact.

Compared with the traditional approach, more people are participating in the document creation and the effort put in is about the same, but the calendar time needed to produce the documents is reduced. This effect is especially important when the project follows a lifecycle where documents are produced sequentially. The goal is to have an approved document version one week after the original workshop.

As the name of the method suggests, there are 7 steps in the workshop process (see figure 1). The purpose of preparation is to be prepared enough for an efficient workshop that has a defined goal and the necessary people with the right information. The workshop is started with a kick-off to gain a common understanding of the goal, scope and terminology of the specific workshop. Then the participants start to find and create possible ideas for a specific part of the artifact to be produced by brainstorming, discussions and by going through preliminary material. In the analysis the initial set of ideas that will be further developed and specified in the workshop is selected, and in the detailed design those ideas are developed further and documented. In the decision step the most feasible solutions are selected and
the consistency between different solutions is checked. Finally, in the closing it is decided whether the desired goals have been met or should there be additional workshops.
RaPiD7 workshops are not organized as isolated events but a master plan about which workshops are needed throughout the project does exist. Each workshop has a facilitator who coordinates the practical arrangements and conducts the workshop. There are also training programs for workshop participants and new facilitators.

The participants of each the workshop depend on the scope of the workshop. If there is thought to be dependencies that were not fully covered in the workshop due to missing stakeholders, the document goes through the normal review process.

RaPiD7 is mainly used to create different kinds of specification documents, ranging from the product to module level. Typical documents produced are functional and technical specifications, test plans, project plans and customer documents. Also test drivers and process documents have been produced using this method. RaPiD7 does not define which artifacts are produced. It depends on the project and the process model variant it is using.

RaPiD7 is used in several units at Nokia. It was originally developed in a software development program consisting of multiple projects, but it has been applied also in software product line types of organizations. The organization has established process models that the projects are expected to follow. The process model defines the project milestone framework and the artifacts to be produced.

3.2 Integration Camp

The case organization is a large SW product line consisting of about 20 teams. One of the teams is an integration team responsible for official releases every second week. The development teams release their components and associated tests to the integration team, which integrates them with the external components. After successful regression and system tests, the integrated release is delivered back to the SW development teams and the system platform program.

As the SW product line is not very old, new components are introduced frequently. Smooth introduction of the new components into the common integration process is a crux of the process because the integration process is the bottleneck that sets the pace for the organization’s release cycles.

Figure 1: RaPiD7 process [48]

Figure 2: Integration Camp process
The idea behind the Integration Camp is that the development team and the integration team are working together for the first integration. As soon as the component has some functionality that can be released and the code is so stable that it can be included in the official build, the development team signs up for an Integration Camp.

To participate in the camp, the component development team must fulfill certain prerequisites. It must provide e.g. architecture documents and test cases for the components. Each camp has clearly defined goals about what it is supposed to achieve – typically the goal is to integrate and test the component.

There are typically 2-10 participants in each camp and the camp takes 1 day (although sometimes up to 5 days). The participants depend on the component and the goals to be achieved. In addition to the integration team and the component developers, there can be representatives from other factories or customer programs. Integration Camps have a facilitator who schedules the camps with the participants, takes care of the practical arrangements, conducts the camp and compiles the minutes.

The camp is held in one meeting room equipped with the necessary hardware. The camp starts with a kick-off meeting, where the camp goals and some important technical issues are discussed. Participants then agree on the tasks that everyone will take on. The components are integrated in parallel, and, if problems arise, they are solved together.

Once the component is successfully integrated, a testing session follows. The testing session is important for succeeding also in the next builds. As the camp produces a complete integration test set, it is possible to verify the next versions of the components. The camp is finalized with a wrap-up meeting where the camp activities are reviewed and the remaining action points and recurring actions for subsequent releases are agreed upon.

### 3.3 SEED

The SEED method [50] is an evolutionary software development model utilizing some ideas from Gilb’s [51] evolutionary project management. It covers the whole software engineering process, from requirements to integration at the sub-system level and also corresponding project management activities (see figure 3).

The SEED method has been developed for several years based on the organization’s needs. The organization has also a traditional process model and milestone framework, but it was noted that those modeling techniques are not able to capture all relevant aspects of the work carried out in the organization. For that reason, a new type of process documentation technique was needed to complement the traditional techniques.

The pattern approach (see e.g. [52, 53]) was found to be a suitable solution, and the actual practices were documented retrospectively using that technique. In the SEED method, patterns are called behavior patterns to emphasize that they cover a wider range of issues than processes issues only. The behavior patterns are divided according to Leavitt’s diamond [54] into structure, task, actor and technology patterns.

![Figure 3: SEED process [50]](image)

The SEED method has a traditional milestone model that defines project phases, key activities in them and the milestones between the phases. This milestone model complies with the organizational requirements both with respect to the milestone requirements and the presentation. This layer gives a kind of mapping between organizational process and quality requirements and the elements in the SEED process and thus helps to get formal acceptance of the agile approach. As the organization is developing a subsystem, this framework also helps to integrate the organization’s processes to the system level processes.

In SEED high-level system requirements are managed using traditional requirements management process. The organization developing the subsystem using the SEED process takes those requirements as given. The high-level requirements are stored in a requirements management tool, but the detailed ones are in a requirements specification document.

To manage requirements and architecture, SEED has an established concept group that has a representative from all teams. It analyzes the high-level requirements and identifies possible dependencies between components and teams. The concept group makes decisions about the internal architecture and decides to which development team each feature is allocated for detailed design and
implementation. System-level architectural issues are escalated to the corresponding system-level board.

Project planning and tracking is done in a weekly project manager meeting that has a project manager from each team. Project managers prepare for the meeting by updating the current situation and plan of the team. The plans are synchronized in the weekly project management meeting and, at the same time, the status of each team is communicated to other project managers.

SEED defines a complete project planning and tracking model. Tasks are used to allocate the work within the team. There are four kinds of tasks: feature development, re-engineering, defect correction and open issue resolution. Tasks are small, up to 2 weeks at most. They are also goal-oriented, defining end results of the work rather than activities to be performed. Re-engineering and open issue tasks are also time-boxed so that they don’t take more than 2 weeks at a time. The tracking is done based solely on the functionality completed, not the tasks. As the tasks are supposed to be result-oriented, there is no mismatch.

The key planning and tracking tool in SEED is the Coming Feature List document that indicates the content of forthcoming releases. The document is updated in the weekly project manager meeting. Due to the high number of changes, all changes are documented and reviewed in the meeting.

4 Discussion

4.1 Communities

Various communities that use facilitated workshops as a key practice for managing multi-team issues can be identified from the case organizations (see Table 1). Communities are built around key process areas where coordination is needed. Each case has selected one or two different process areas to start with. Communities have been grown around a core group of people belonging to the official organizational structure. The core group is a permanent team in the case of Integration Camp, whereas the RaPiD7 community is built around a project team, and in SEED around a workgroup of specialists of a certain discipline. Although there initially may seem to be many approaches, these observations conform to McDermott’s suggestions to build communities around a few important topics and natural networks [32].

The examples showed successful implementation of facilitated workshops in architecture management, design project management and integration. The diversity in the field of application of facilitated workshops leads to another important observation: the facilitated workshops can be used practically in any software process area, not only in requirements development and design as suggested by many JAD types of approaches. This observation aligns with Highsmith’s extended definition of JAD workshops [23, p.135].

<table>
<thead>
<tr>
<th>Community</th>
<th>Practice</th>
</tr>
</thead>
<tbody>
<tr>
<td>RaPiD7</td>
<td>People interested in a specific system. Includes development team, related teams and specialists</td>
</tr>
<tr>
<td>IC</td>
<td>People delivering software for a common platform</td>
</tr>
<tr>
<td>SEED</td>
<td>Project managers of the subsystem</td>
</tr>
<tr>
<td>SEED</td>
<td>Concept Group = Team Architects</td>
</tr>
</tbody>
</table>

Table 1: Summary of CoPs in the case organizations

4.2 Workshop Practices to Build the Communities of Practice

Several commonalities in the workshop practices could be identified. This is interesting, since the methods were developed independently. Moreover, in all cases the practices developed have followed to a large extent the recommendations for building up communities of practice, although this has not been the explicit goal.

Continuity. Workshops are not isolated, but either the workshops are scheduled to take place at a certain time or a master plan exists for which workshops are needed and when. This creates a rhythm for the community, which is seen as an important characteristic of dynamic communities [34]. One manifestation of the continuity of the practices has been the fact that the practices have been retained even if the projects have changed. In RaPiD7 and Integration Camp, there is an explicit coordinator role to ensure the continuity of the practice.

Procedure. In all methods there is a clear procedure on how the workshops are organized, and the procedures are very similar. It may be argued that the workshop procedure is the practice around which the community is
built. The procedure states e.g. that the expectations for the workshop should be clearly set, the participants are selected according to the goals and are preparing for the workshop, and each workshop has a facilitator and a prior agenda.

**Participants** are selected based on the problem in question, not by formal organizational structures. The CoP theory uses the term ‘legitimate peripheral participation’ [25] to describe that the community is open to new people. The internal customer for the deliverable produced is often present in the workshop.

**Documentation.** In all three methods workshops are important tools to create new knowledge and also document it in the artifacts. The artifacts are elaborated mainly in the workshops. The minutes of the workshop are written and action points are tracked.

**Management support** in the form of legitimacy, time and resources is important for the formation of CoPs. Workshops seem to be a readily accepted practice by management because the workshops are delivering concrete results and the benefits are visible soon. The social interactions that develop and maintain shared knowledge and personal networks seem to be by-products of the used practices, not explicit goals.

### 4.3 Implications for Agile Method Development

Research has shown that software development is highly knowledge-intensive work [e.g. 55, 56], and a centric role of tacit (i.e. undocumented) knowledge in knowledge creation in general [57-59] and in agile method in particular [19, 60, 61] has been highlighted. CoP is a concept that helps to leverage the tacit knowledge in a multi-team organization in a similar way that the current agile methods do in the scope of one team.

Current agile methods are largely missing the practices that bind two teams together. E.g. XP practices enable efficient communication between the team members, acknowledge the importance of tacit knowledge and in this way foster knowledge creation [60]. However, all this happens within the scope of the team. There are no explicit practices that link the team members to other teams in the organization.

The CoP theory thus suggests that when building agile methods for multiple cooperating teams, there should be practices that help build up informal communities that transcend traditional team boundaries.

This proposition is important for agile method developers, since it states that it is not sufficient if a multi-team organization uses agile methods within the team scope and applies traditional communication practices between the teams. Instead, method developers should look for effective practices to enhance collaboration between teams in different kinds of communities.

JAD sessions have been suggested as one practice to manage requirements in agile multi-team organizations [23]. The results of this paper indicate that facilitated workshops can be used also in many other process areas besides requirements development. Examples of the use of the workshops in architecture management, design, software integration and project management were provided. This finding aligns with Highsmith’s extended definition of the JAD workshops [23].

### 5 Conclusions

Use of agile software development methods in large organizations has been challenging. This paper opened up new directions for scaling up the use of agile approaches by introducing CoPs as an explanatory theory. Using this theory, the paper pointed out one important limitation of most of the current public agile methods: they rely on a team concept that is insufficient for success in large organizations operating on dynamic markets. The results of this paper supported the proposition that in addition to the official team structures, there should be in place CoPs that transcend traditional team boundaries. For agile methods, this proposition implies that they should incorporate also practices that contribute to the creation and effective operation of such communities.

This paper studied in more detail one practice, facilitated cross-team workshops, which is beneficial for the formation of such communities. The paper analyzed how such workshops are used in three agile software development methods developed at Nokia. The analysis provided important insights that are valuable for organizations developing agile methods in similar settings.

It was found that it is possible to use cross-functional workshops in any process area, not just in requirements definition, like in many variants of JAD techniques. Examples of the use of the workshops in architecture management, design, software integration and project management were provided. This finding is aligned with Highsmith’s extended definition of the JAD workshops [23].

In each case it was possible to identify a community that was built around an official organizational unit. Facilitated cross-team workshops, while a simple and intuitive practice, were perceived to be an effective practice for cultivating knowledge in these communities. It was also found that individual workshops alone are not sufficient, but the workshops must form a continuum.
The techniques utilized in the workshops were found to be consistent with the general guidelines for organizing workshops, i.e. there must be a workshop facilitator, they must have a clearly defined scope, etc.

For practitioners, the results of this paper offer one concrete practice that enables agility in large organizations. It has been recommended that building up CoPs should be initiated with some simple knowledge-sharing activities [32]. Workshops are one such practice that can be started by using pure common sense. There are, however, studies on how to organize effective workshops, and the teams may benefit by getting familiar with that information.

For researchers, this paper points out new directions on how to proceed with the study of agile methods. By using the CoP theory, it is possible to explain why certain methods do work in multi-team settings while others have difficulties. Method developers in particular will benefit from the guidance the CoP theory offers for further development of the agile methods.

The focus of this paper has been on facilitated workshops. It should be noted that cross-functional workshops are not the only practice that helps in the building up of CoPs. Thus more research is needed to find other practices that can be used in large software development organizations to further support the creation and operation of CoPs. Generic research done with regards to CoPs will give valuable input for that research.
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